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Abstract

Polyline curves which are composed of line segments and arcs are widely used in engineering applications. In this paper, a novel offset algorithm for polyline curves is proposed. The offset algorithm comprises three steps. Firstly, the offsets of all the segments of polyline curves are calculated. Then all the offsets are trimmed or joined to build polyline curves that are called untrimmed offset curves. Finally, a clipping algorithm is applied to the untrimmed offset curves to yield the final results. The offset algorithm can deal with polyline curves that are self-intersection, overlapping or containing small arcs. The new algorithm has been implemented in a commercial system TiOpenCAD 8.0 and its reliability is verified by a great number of examples.
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1. Introduction

Offset curves play an important role in many areas. In numerical controls and CAD/CAM applications, offset generation is an important task and is one of the most difficult geometric operations [1–7]. In the manufacturing mechanical parts, pocket machining is very important. And it is often considered as a difficult and complex process [1]. Because of the importance and complexity, pocket machining is still an active field of research in computer-aided manufacturing (CAM) and computer-aided process planning (CAPP) [1–7]. There are several pocket strategies such as contour-parallel tool path pattern, zigzag milling, component-offset pattern, outer-contour/island-offset pattern and proportional-blending-offset pattern, etc. [1]. All these strategies may require the offset curves. Therefore, the offset algorithms are fundamental for CNC machining. And the offset results should be correct to avoid the damage of the target part. Besides the traditional application in CNC machining, offset curves can also be used in other applications, such as obstacle avoidance, VLSI [8,10]. In any branch of CAD where parallel curves and surfaces are used, e.g. pattern design, offset curves are also important entities [18].

For a planar curve \( c(t) \), its offset curves can be written as

\[ r(t) = c(t) \pm d \cdot n(t), \]

where \( d \) is the offset distance and \( n(t) \) is the normal vector at the parameter \( t \). Compared with the original curve \( c(t) \), \( r(t) \) is more complex and cannot be expressed as a rational curve except for some special curves such as line segments and arcs. The details on rational curves with rational offset curves can be found in Refs. [9,23]. Therefore, in most cases the calculations of offset curves recur to approximation methods [10–19]. Among the approximation methods, an important way is that the approximation offset curves of complex planar curves are replaced by the offsets of simple curves. For example, the offsets of B-splines can be approximated by the offsets of line segments or arcs [12]. Lee et al. [13] obtain the offset curves of general planar curves by calculating the offsets of arc segments which approximate the general planar curves. Wang and Sun [15] introduce biarc splines to approach NURBS curves, and then take the offset curves of biarc splines as the approximating offsets of NURBS curves. Generally these works do not give many details on calculating the offsets of approximating curves that comprise line segments or arcs.

Polyline curves which are composed of line segments and arcs are widely used in engineering applications [22]. And the
segments of a polyline curve may organize complicatedly. On the one hand, the two neighboring segments of a polyline curve are connected with only $G^0$ continuity. On the other hand, there may be self-intersection and overlapping among its segments. Although the offset curves of arcs and line segments are arcs and line segments, respectively, there still exist some problems to calculate the offsets of polyline curves. For instance, sometimes only parts of offset curves can be obtained or the offset curves may intersect with the original polyline curves. To address the problems clearly, we take Figs. 1 and 2 as examples. In these examples, the thick curves are original polyline curves and the thin curves are the offset curves on both sides of the original curves. In Fig. 1, the original curve is a closed polyline curve that contains two small arcs. As shown in Fig. 1(a), the commercial software AutoCAD 2004 produces two offset curves, and AutoCAD 2002 cannot produce any offset curves (Fig. 1(b)). In Fig. 2, the original polyline curve is more complex than that in Fig. 1, and it has many self-intersection points. The offset curves from AutoCAD 2004 have some obvious errors since they have intersection points with the original curve (Fig. 2(a)). And only parts of the offset curves can be obtained from AutoCAD 2002 (Fig. 2(b)). A probable reason for this phenomenon may come from the difficulty to deal with complex organization among the segments of a polyline curve. Therefore, a better offset algorithm for polyline curves is needed to solve the above problems.

In CNC machining, many boundaries of the parts are polyline curves or approximated by polyline curves. For example, the internal boundary of the part illustrated in Fig. 3 is a polyline that is composed of three circular arc and five line segments. If the offsets of the boundary are obtained, the tool paths can be generated easily. And we will give two examples to generate tool paths in Section 6. Furthermore, the offset algorithm for polyline curves is not limited to the polyline curves themselves and it can also provide a blue print for the approximation offsets of other complex planar curves. Actually, the methods mentioned in Refs. [12,13] and [15] have adopted the strategy that the offsets of complex planar curves are replaced by the offsets of polyline curves.

However, to our best knowledge, there are not many research works [20,21] aiming at the offset algorithm for polyline curves except for the commercial software AutoCAD. Choi and Park [20] give an algorithm for point-sequence curves (PS-curves) obtained by intersecting a sculptured surface with a plane. PS-curves including only line segments can be regarded as polyline curves. Li and Ye [21] study the method on non-self-intersection polyline curves which do not involve curves that are self-intersection, overlapping or containing small arcs. In this paper, an offset algorithm for polyline curves is presented and its target is to obtain all the offset curves. And the offset algorithm can deal with polyline curves that are closed, self-intersection, overlapping or containing small arcs. For example, Figs. 1(c) and 2(c) illustrate the offset results from the algorithm proposed in this paper. These results are much better than those from AutoCAD.

The main idea of this offset algorithm is described briefly as follows. Firstly, the offsets of all the segments of a polyline curve are calculated. Then the offsets are joined into a polyline curve that is called an untrimmed offset curve. The untrimmed offset curve includes all the offsets of the original curve. But it may contain many self-intersecting loops or intersect with the original curve. Finally, the offset results are obtained after the application of a clipping algorithm to the untrimmed offset curve. We also prove that the clipping algorithm does not cut out the untrimmed offset curve overmuch. Thus the offset algorithm is guaranteed theoretically to gain all the offset curves.

The remaining part of the paper is organized as follows. Some basic definitions are given in Section 2. An algorithm to get an untrimmed offset curve is proposed in Section 3, where only the polyline curves that are open and not overlapping are considered. Section 4 presents a clipping algorithm for untrimmed offset curves and Section 5 discusses complex
polyline curves that are closed, overlapping or containing small arcs. In Section 6, some illustrative examples are given and the conclusions are drawn in the final section.

2. Basic concepts

Definition 1 (Polyline curve).
A polyline curve is composed of line segments and arcs which are joined together with \( G^0 \) continuity. The line segments and arcs are called as segments of a polyline curve. For each segment, we define a uniform structure SEG:

\[
\text{SEG} = \{ \text{point}, \text{bulge} \}
\]

where the variable point denotes the starting point of this segment. The variable point of the next SEG can present the ending point of this segment. And the variable bulge describes whether this segment is an arc or not. If \( \text{bulge} = 0 \), the segment denotes a line segment. Otherwise, it is an arc. For an arc, the value of bulge can be calculated by the expression \( \tan(\theta/4) \), where \( \theta \) is the central angle of the arc. And the sign of bulge is to determine how to select the arc segment. For example, if \( \text{bulge} < 0 \), we take the arc segment from the starting point to the ending point clockwise. Using the uniform structure, a polyline curve can be written as a sequence \( \{s_1, s_2, \ldots, s_n\} \), where \( s_i \) for \( i = 1, \ldots, n \) are the objects defined by SEG. If it is an open curve, the last SEG \( s_n \) does not represent a segment, but a point with the position stored in the variable point of \( s_n \). The point is the ending point of \( s_{n-1} \). Therefore, the polyline curve comprises \( n - 1 \) segments. If the polyline curve is a closed curve, it is composed of \( n \) segments and \( s_n \) represents a segment from \( s_n \)-point to \( s_1 \)-point.

Definition 2 (Local self-intersection point (LSIP)).
For a point \( p \) on a polyline curve, the parameter of \( p \) can be defined as the arc length from the starting point of the polyline curve to the point \( p \). If a point on a polyline curve has no less than two different parameters, then the polyline curve is called a self-intersection curve, and this point is named as a self-intersection point (SIP). That the polyline curve is local self-intersection means the SIP is the intersection point between the two neighboring segments. And the SIP is denoted as a local self-intersection point (LSIP). It is easy to find that the set of LSIPs is a subset of the set of self-intersection points.

Definition 3 (Extended intersecting).
For a line segment, extended intersecting means using the line containing the line segment to calculate the intersection points. Similarly, for an arc, it means using the circle containing the arc to calculate the intersection points.

Definition 4 (False intersection point (FIP), true intersection point (TIP)).
If the intersection point obtained by extended intersecting is on the line segment/arc, then the point is called a true intersection point (TIP). Otherwise, it is called a false intersection point (FIP). For a line segment, we construct a ray whose starting point is the starting point of the line segment and the direction is from the line segment’s starting point to its ending point. If the FIP is on the ray, it is called a positive false intersection point (PFIP). Otherwise, it is called as a negative false intersection point (NFIP).

Definition 5 (Local overlapping).
If two segments of a polyline curve overlap partly, or one segment is a part of the other segment, the polyline curve is called an overlapping curve. If the overlapping part occurs between successive segments, then the polyline curve is called a local overlapping curve.

For two fully overlapping neighboring segments, the outer side direction can be defined as follows. Moving a point on each segment from its starting point to ending point, the left side direction is called as the outer side direction. We only give the offset curves on the outer side direction for two fully overlapping neighboring segments.

Definition 6 (General closest point pair (GCPP)).
Assume that \( s \) is a set of line segments and arcs and that \( d \) is a positive real number. For arbitrary \( s_1 \) and \( s_2 \) in \( s \), we calculate the closest distance from the starting (ending) point of \( s_1 \) to \( s_2 \). If there is only one closest point on \( s_2 \), the point is denoted as \( p \). If there exist many closest points on \( s_2 \), we select an arbitrary closest point on \( s_2 \) and denote it as \( p \). If the closest distance is less than \( d \), then the starting (ending) point of \( s_1 \) and \( p \) is called a general closest point pair (GCPP) from \( s_1 \) to \( s_2 \). We can conclude there are no general closest point pairs from \( s_1 \) to \( s_2 \) if the closest distance between \( s_1 \) and \( s_2 \) is greater than \( d \). The number of GCPPs from \( s_1 \) to \( s_2 \) is no more than 2 and the number of GCPPs from \( s_1 \) to \( s_2 \) may not equal to that from \( s_2 \) to \( s_1 \).

For two polyline curves \( p_1 \) and \( p_2 \), the number of general closest point pairs from \( p_1 \) to \( p_2 \) is the sum of the number of general closest point pairs from \( p_1 \)’s segments to \( p_2 \).

Definition 7 (Untrimmed offset curves).
Given a polyline curve, we firstly calculate all the offset curves of its segments. Then using different rules, these offset curves can be connected into a new polyline curve which is called an untrimmed offset curve. For some simple cases, the untrimmed offset curves are the offset results. But in most cases, they need further clipping because they may intersect with the original polyline curves. Take Fig. 4 as an example. In Fig. 4(a), the thick curve is the original polyline curve and the thin one is an untrimmed offset curve. The untrimmed offset curve intersects...
with the original curve and it needs further clipping to get the offset results. Applying the clipping algorithm proposed in Section 4 to the untrimmed offset curve, we can obtain the offset results illustrated in Fig. 4(b).

3. Untrimmed offset curves

In this section, all the polyline curves considered are open and not overlapping. If they contain arcs, we assume the radii of the arcs are greater than the offset distance. Other polyline curves that are closed, overlapping or containing small arcs will be discussed in Section 5.

3.1. Pretreatment

The pretreatment is to convert a local self-intersection polyline curve into the one that is not local self-intersection. Although a polyline curve may have many self-intersection points, here we do care whether it is local self-intersection or not.

If a polyline curve is local self-intersection, from Definition 2, there exist two neighboring segments that have two intersection points. On one of these two segments, we select an arbitrary point lying between these two intersection points. And this point can split the segment into two new segments. Then the three segments form a new polyline curve that has the identical shape with the old one and is not local self-intersection.

Fig. 5 illustrates several cases in which a polyline curve is local self-intersection. The polyline curve can be written as \( \{s_a, s_b, s_c\} \), and the segments \( s_a \) and \( s_b \) have two intersection points. Firstly we calculate the mean value (denoted as \( \text{param} \)) of the parameters of the two intersection points. The point evaluated from \( \text{param} \) is denoted as \( p \). If \( p \) is on a line segment, we construct a new SEG \( s_p \) with \( s_p\text{-point} = p \) and \( s_p\text{-bulge} = 0 \). If \( p \) is on an arc, we construct a new SEG \( s_p \) with \( s_p\text{-point} = p \) and \( s_p\text{-bulge} \) determined by the arc length from point \( p \) to point \( b \). At the same time the value of the variable \( \text{bulge} \) of \( s_a \) must be modified. Then we can get a new polyline curve \( \{s_a, s_p, s_b, s_c\} \). The new polyline curve has the identical shape with the old one and is not local self-intersection. In Fig. 5(a), two neighboring segments of the local self-intersection polyline curve are a line segment and an arc, the new segment \( s_p \) is a line segment. In Fig. 5(b), two neighboring segments are an arc and a line segment, and \( s_p \) is an arc. And two neighboring segments and \( s_p \) are all arcs in Fig. 5(c).

3.2. The trim/joint rules between two neighboring offset segments

For a polyline curve that is not local self-intersection, we firstly obtain all the offset curves of its segments. These offset curves form a set of arcs and line segments. After trimming or joining all the offset curves we can get an untrimmed offset curve of the polyline curve.

To describe the algorithm for the untrimmed offset curve conveniently, we introduce the following denotations. An original polyline curve can be written as \( \text{pline}0 = \{s_1, s_2, \ldots, s_n\} \), and the offset curve of its segment \( s_i \) is denoted as \( \hat{s}_i \) \((i = 1, 2, \ldots, n - 1)\). Then we construct a polyline curve \( \text{pline}1 \) without segments originally. And the first SEG of \( \text{pline}1 \) can be constructed with \( \hat{s}_1\text{-point} \) and \( \hat{s}_1\text{-bulge} \). Other succeeding segments of \( \text{pline}1 \) are constructed by the following trim/joint rules.

The combination of two neighboring segments \( s_i \) and \( s_{i+1} \) can be classified into three different types: the combination between two line segments, the combination between two arcs and the combination between a line segment and an arc. For these types, we propose four algorithms to trim or connect their offset curves \( \hat{s}_i \) and \( \hat{s}_{i+1} \). Algorithm 1 applies to the combination between two line segments. Algorithms 2 and 3 fit the combination between a line segment and an arc and Algorithm 4 is for the combination between two arcs.

In each algorithm, the first step is to calculate the intersection points of extended intersecting between \( \hat{s}_i \) and \( \hat{s}_{i+1} \). If there are more than one intersection points, we select the point closer to \( s_i\text{-point} \) as the base intersection point. Then we determine the type of the base intersection point such as TIP, FIP, PFIP or NFIP and adopt different trim/joint rules for different point types. Figs. 6, 8, and 10 give some cases of the different combination between two neighboring segments, and the point \( p \) is the vertex of \( \text{pline} \), \( p' \) is the base intersection point of \( \hat{s}_i \) and \( \hat{s}_{i+1} \), \( i = 1, 2, \ldots, n - 1 \). In these figures, the dashed thin curves are the extended parts of \( \hat{s}_i, \hat{s}_{i+1} \) and the thick curves are the original curves. The thin curves are \( \hat{s}_i \) and \( \hat{s}_{i+1} \). Figs. 7, 9 and 11 illustrate the trim/joint results correspondingly. The thin curves are the offset curves and the thick ones are the original polyline curves.

Algorithm 1 processes the trim/joint between two line segments. For different types of the base intersection point, there are different rules.

Algorithm 1. Get the intersection points of extended intersecting between the offset curves \( \hat{s}_i \) and \( \hat{s}_{i+1} \):

Case 1. If the two extended lines overlap, construct a new SEG \( s \), where \( s\text{-point} \) is the ending point of \( \hat{s}_i \) and \( s\text{-bulge} \) equals 0. Then add \( s \) to \( \text{pline}1 \);

Case 2. If there is one intersection point \( p' \), determine the type of \( p' \) for the curve \( \hat{s}_i, \hat{s}_{i+1} \):

Case 2a. If the point \( p' \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), construct a new SEG \( s \) with \( s\text{-point} = p' \) and \( s\text{-bulge} = 0 \). Then add \( s \) to \( p \) line1;

Case 2b. If the point \( p' \) is an FIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), for \( \hat{s}_i \), if it is a PFIP, construct a new SEG \( s \)
with \( s\text{-point} = p' \) and \( s\text{-bulge} = 0 \). Then add \( s \) to \( \text{pline}1 \); otherwise, let \( \text{bulge} = 0 \), with the ending point of \( \hat{s}_1 \), the starting point of \( \hat{s}_{i+1} \), construct two SEGs, respectively and add them to \( \text{pline}1 \) sequentially.

Case 2c. If \( p' \) is a TIP for \( \hat{s}_i \) (or \( \hat{s}_{i+1} \)) and an FIP for \( \hat{s}_{i+1} \) (or \( \hat{s}_i \)), let \( \text{bulge} = 0 \), with the ending point of \( \hat{s}_i \), the starting point of \( \hat{s}_{i+1} \), construct two SEGs, respectively and add them to \( \text{pline}1 \) sequentially.

Case 3. If \( i = n - 1 \), let \( \text{bulge} = 0 \), with the ending point of \( \hat{s}_{n-1} \), construct a SEG and add it to \( \text{pline}1 \).

As an example, Fig. 6 illustrates some cases of the combination between two line segments. In Fig. 6(a), the base intersection point \( p' \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), so we break \( \hat{s}_i \) and \( \hat{s}_{i+1} \) into two segments, respectively, and obtain the joint result (Fig. 7(a)). If \( p' \) is an FIP point for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), we must determine if it is a PFIP for \( \hat{s}_i \). In Fig. 6(b), we extend both \( \hat{s}_i \) and \( \hat{s}_{i+1} \) to form the joint result (Fig. 7(b)). In Fig. 6(c), \( p' \) is a \( \text{NFIP} \) for \( \hat{s}_i \), we add a line segment to join \( \hat{s}_i \) and \( \hat{s}_{i+1} \) (Fig. 7(c)). The base intersection point \( p' \) is a TIP for \( \hat{s}_i \) and an FIP for \( \hat{s}_{i+1} \) in Fig. 6(d), we also add a line segment to connect them (Fig. 7(d)). If the two extended lines overlap (Fig. 6(e)), we do not add any additional process (Fig. 7(e)).

Algorithm 2 processes the trim/joint between a line segment and an arc. For different types of the base intersection point, there are different trim or joint results. In this algorithm, we assume \( s_i \) is a line segment and \( s_{i+1} \) is an arc.

Algorithm 2. Calculate the intersection points of extended intersecting between the line segment \( \hat{s}_i \) and the arc \( \hat{s}_{i+1} \);

Case 1. If there exists a base intersection point \( p' \):

Case 1a. If the base intersection point \( p' \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), with \( s\text{-point} = p' \) and the \( s\text{-bulge} \) determined by the arc length, construct a SEG \( s \) and add it to \( \text{pline}1 \);

Case 1b. If the base intersection point is a PFIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \), construct an arc to connect \( \hat{s}_i \) and \( \hat{s}_{i+1} \). The center point of the arc equals \( \hat{s}_j \), the starting point and ending point of the arc are the ending point of \( \hat{s}_i \) and the starting point of \( \hat{s}_{i+1} \). At the same time, determine the sign of bugle of the arc;

Case 1c. If \( p' \) is an FFIP of the line segment and a TIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_{i+1} \);

Case 1d. If \( p' \) is a TIP of the line segment and an FIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_{i+1} \);

Case 2. If there is no base intersection points, then construct an arc similarly in Case 1b to connect \( \hat{s}_i \) and \( \hat{s}_{i+1} \);

Case 3. If \( i = n - 1 \), let \( \text{bulge} = 0 \), with the ending point of \( \hat{s}_{n-1} \), construct a SEG and add it to \( \text{pline}1 \).

Fig. 8 gives some cases of the combination between a line segment and an arc. In Fig. 8(a) and (b), the base intersection point \( p' \) is a TIP for \( \hat{s}_i \) and \( \hat{s}_{i+1} \), and we obtain the joint results displayed in Fig. 9(a) and (b). If there is no base intersection points or \( p' \) is an FIP for both \( \hat{s}_i \) and \( \hat{s}_{i+1} \) (Fig. 8(c), (b) and (d)), we construct an arc to connect \( \hat{s}_i \) and \( \hat{s}_{i+1} \) (Fig. 9(c), (b) and (d)). If \( p' \) is an FIP for \( \hat{s}_i \) and a TIP for \( \hat{s}_{i+1} \) (Fig. 8(e)), we add a line segment to connect them (Fig. 9(e)). If \( p' \) is a TIP for \( \hat{s}_i \) and an FIP for \( \hat{s}_{i+1} \) (Fig. 8(f)), we add the same process (Fig. 9(f)).

If a polyline changes the direction, we get the case that \( s_i \) is an arc and \( s_{i+1} \) is a line segment. We propose Algorithm 3 to process this case. Algorithm 3 is similar with Algorithm 2 except for the following changes. In case 1b in Algorithm 3, the condition of PFIP is modified as FFIP. In Case 1c in Algorithm 3, the condition of FFIP is modified as PFIP.
Algorithm 3. Calculate the intersection points of extended intersecting between the arc \( \hat{s}_i \) and the line segment \( \hat{s}_i + 1 \);

Case 1. If there exists a base intersection point \( p_0 \):

Case 1a. If the base intersection point \( p_0 \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_i + 1 \), with \( s\cdotpoint = p' \) and the \( s\cdotbulge \) determined by the arc length, construct a SEG \( s \) and add it to \( p\line_1 \);

Case 1b. If the base intersection point is an FFIP for \( \hat{s}_i \) and a TIP for \( \hat{s}_i + 1 \), construct an arc to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \). The center point of the arc equals \( s_i\cdotpoint \), the starting point and ending point of the arc are the ending point of \( \hat{s}_i \) and the starting point of \( \hat{s}_i + 1 \). At the same time, determine the sign of bulge of the arc;

Case 1c. If \( p' \) is a PFIP of the line segment and a TIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 1d. If \( p' \) is a TIP of the line segment and an FIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 2. If there is no base intersection points, then construct an arc similarly in Case 1b to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 3. If \( i = n - 1 \), let \( bulge = 0 \), with the ending point of \( \hat{s}_{n-1} \), construct a SEG and add it to \( p\line_1 \).

If the polyline curves change the direction, Algorithm 2 or 3 is chosen to calculate their offset curves. And the direction does not affect the final result.

For the combination between arcs, Algorithm 4 is proposed to get the trim or joint results for different types of the base intersection point.

Algorithm 4. Get the intersection points of extended intersecting between the arcs \( \hat{s}_i \) and \( \hat{s}_i + 1 \):

Case 1. If there exists a base intersection point \( p' \):

Case 1a. If the base intersection point \( p' \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_i + 1 \), with \( s\cdotpoint = p' \) and the \( s\cdotbulge \) determined by the arc length, construct a SEG \( s \) and add it to \( p\line_1 \);

Case 1b. If the base intersection point is an FFIP for \( \hat{s}_i \) and a TIP for \( \hat{s}_i + 1 \), construct an arc to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \). The center point of the arc equals \( s_i\cdotpoint \), the starting point and ending point of the arc are the ending point of \( \hat{s}_i \) and the starting point of \( \hat{s}_i + 1 \). At the same time, determine the sign of bulge of the arc;

Case 1c. If \( p' \) is a PFIP of the line segment and a TIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 1d. If \( p' \) is a TIP of the line segment and an FIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 2. If there is no base intersection points, then construct an arc similarly in Case 1b to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 3. If \( i = n - 1 \), let \( bulge = 0 \), with the ending point of \( \hat{s}_{n-1} \), construct a SEG and add it to \( p\line_1 \).

If the polyline curves change the direction, Algorithm 2 or 3 is chosen to calculate their offset curves. And the direction does not affect the final result.

For the combination between arcs, Algorithm 4 is proposed to get the trim or joint results for different types of the base intersection point.

Algorithm 4. Get the intersection points of extended intersecting between the arcs \( \hat{s}_i \) and \( \hat{s}_i + 1 \):

Case 1. If there exists a base intersection point \( p' \):

Case 1a. If the base intersection point \( p' \) is a TIP for both \( \hat{s}_i \) and \( \hat{s}_i + 1 \), with \( s\cdotpoint = p' \) and the \( s\cdotbulge \) determined by the arc length, construct a SEG \( s \) and add it to \( p\line_1 \);

Case 1b. If the base intersection point is an FFIP for \( \hat{s}_i \) and a TIP for \( \hat{s}_i + 1 \), construct an arc to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \). The center point of the arc equals \( s_i\cdotpoint \), the starting point and ending point of the arc are the ending point of \( \hat{s}_i \) and the starting point of \( \hat{s}_i + 1 \). At the same time, determine the sign of bulge of the arc;

Case 1c. If \( p' \) is a PFIP of the line segment and a TIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 1d. If \( p' \) is a TIP of the line segment and an FIP of the arc, construct a line segment to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 2. If there is no base intersection points, then construct an arc similarly in Case 1b to connect \( \hat{s}_i \) and \( \hat{s}_i + 1 \);

Case 3. If \( i = n - 1 \), let \( bulge = 0 \), with the ending point of \( \hat{s}_{n-1} \), construct a SEG and add it to \( p\line_1 \).

If the polyline curves change the direction, Algorithm 2 or 3 is chosen to calculate their offset curves. And the direction does not affect the final result.

For the combination between arcs, Algorithm 4 is proposed to get the trim or joint results for different types of the base intersection point.
Case 1a. If the base intersection point $p_0$ is a TIP or an FIP for both $\hat{s}_i$ and $\hat{s}_{i+1}$, with $s/C_1$ point $= p_0$ and the $s$-bulge determined by the arc length, then construct a SEG $s$ and add it to pline1, modify the bulge of the previous SEG of pline1.

Case 1b. If $p_0$ is a TIP for $\hat{s}_i$ (or $\hat{s}_{i+1}$) and an FIP for $\hat{s}_{i+1}$ (or $\hat{s}_i$), then construct an arc to connect $\hat{s}_i$ and $\hat{s}_{i+1}$;

Case 2. If there is no base intersection point, then construct an arc to connect $\hat{s}_i$ and $\hat{s}_{i+1}$;

Case 3. If $i = n/C_0$, let bulge $= 0$, with the ending point of $\hat{s}_{n-1}$, construct a SEG and add it to pline1.

Fig. 10 illustrates some cases of the combination between two arcs. If there is no base intersection point (Fig. 10(e)) or the base intersection point is a TIP for $\hat{s}_i$ and an FIP for $\hat{s}_{i+1}$ (Fig. 10(d)), we construct an arc to connect $\hat{s}_i$ and $\hat{s}_{i+1}$.

4. Clipping algorithm

For an arbitrary curve mentioned in Section 3, we can get an untrimmed offset curve using Algorithms 1–4. In many cases, untrimmed offset curves may intersect with the original polyline curves and need further clipping. In this section, a clipping algorithm is proposed and the final offset results can be obtained after applying it to untrimmed offset curves. Because the clipping algorithm may cut out some parts of the untrimmed offset curves, the final results may contain several polyline curves.

The clipping algorithm comprises two main steps. The first step is called as dual clipping that cuts an untrimmed offset curve into several segments using its self-intersection points and intersection points with another untrimmed offset curve on the other direction. The second step is general closest point pair (GCPP) clipping. After applying the GCPP clipping algorithm to the preserved segments from the first step, we can get the final results. In the following parts, the clipping algorithm will be interpreted in detail.

To describe the clipping algorithm conveniently, we denote the original polyline curve as: $pline = \{s_1, s_2, \ldots, s_n\}$, and $Array$, $tmpArray1$, $tmpArray2$ are three arrays to save polyline curves.

Clipping algorithm.

Step 1. Dual clipping:

Step 1a. With the direction and the offset distance $d$, using the Algorithms 1–4, we can obtain an untrimmed offset curve which can be denoted as $pline_1$. Similarly, we can get another untrimmed offset curve $pline_2$ on the other direction with the same offset distance;

Step 1b. Calculate the intersection points between $pline_1$ and $pline_2$, the self-intersection points of $pline_1$,
respectively. A self-intersection point can be regarded as two points with different parameters:

**Case 1.** If there is no intersection point and self-intersection point, then add \( \text{pline} \) to \( \text{tmpArray} \) and turn to Step 2;

**Case 2.** If there exists \( N \) intersection points, those points sorted by their parameters on \( \text{pline} \) can split \( \text{pline} \) into \( N + 1 \) segments, and each segment can be denoted as \( p_i \), \( i = 1, 2, \ldots, N + 1 \);

For all \( p_i \):

Calculate the intersection point between \( p_i \) and \( \text{pline} \);

If there is no intersection point, add \( p_i \) to \( \text{tmpArray} \);

If there exist intersection points and all the points are not on \( s_1 \) or \( s_{n-1} \), reject \( p_i \);

Otherwise, add \( p_i \) to \( \text{tmpArray} \);

For all \( p_i \) in \( \text{tmpArray} \):

Construct a circle which center is the general closest point on \( \text{pline} \) and the radius is the offset distance. The circle splits \( p_i \) into at most three segments. Preserve the segments outside of the circle and add them to \( \text{tmpArray} \);

**Step 2.** General closest point pair clipping:

For all curves \( p_i \) in \( \text{tmpArray} \)

Let \( d \) equal the offset distance, calculate the GCPPs from \( \text{pline} \) to \( p_i \). For each GCPP, construct a circle which center is the general closest point on \( \text{pline} \). Then \( p_i \) can be divided into several segments by these circles. Preserve the segments outside of the circles and add them to \( \text{Array} \).

The curves in \( \text{Array} \) are the final results we need.

**Lemma 8.** In Step 1b, Case 1 of the clipping algorithm, if \( p_i \) has an intersection point with \( \text{pline} \) and the intersection point is not on \( s_1 \) or \( s_{n-1} \), then rejecting \( p_i \) is reasonable.

**Proof.** If \( p_i \) has an intersection point with \( \text{pline} \), and the intersection point is not on \( s_1 \) or \( s_{n-1} \), from the dual clipping algorithm to get \( p_i \), we can conclude that the starting (ending) point of \( p_i \) is the self-intersection point of \( \text{pline} \) or the intersection point with \( \text{pline} \), then \( p_i \) lies in the zonal region enveloped by \( \text{pline} \) and \( \text{pline} \). Therefore, \( p_i \) should be rejected.

**Lemma 9.** In Step 2 of the clipping algorithm, for all the curve segments obtained by general closest point pair clipping, except for their starting points and ending points, the closest distances from the segments to \( \text{pline} \) are either greater or less than the offset distance.

**Proof.** For all curves \( p_i \) in \( \text{tmpArray} \) mentioned in Step 2, if there exist general closest point pairs from \( \text{pline} \) to \( p_i \), without lose the generality, suppose there exist GCPPs from \( s_i \) of \( \text{pline} \) to \( p_i \). We construct two circles which radii are the offset distance and centers are the starting point, ending point of \( s_i \). The two circles and the offset curves on both sides of \( s_i \) form a closed region \( R \). \( R \) can cut \( p_i \) at most three segments. The closest distance from each segment to \( \text{pline} \) is greater or less than the offset distance except for its starting (ending) point. Here, two GCPPs mean that \( p_i \) may extend out the region \( R \) on its both ends. One GCPP means that at most one end of \( p_i \) may extend out the region \( R \). And if there is no GCPP, \( p_i \) lies in or outside \( R \) fully. So the conclusion on GCPP clipping algorithm stands.

**Theorem 10.** For all the curves in \( \text{Array} \) obtained by the clipping algorithm, their closest distances to \( \text{pline} \) are greater or equal to the offset distance. At the same time, this clipping algorithm could not reject the curves overmuch.

**Proof.** From Step 2 of the clipping algorithm, the closest distances from the preserved curves to \( \text{pline} \) are no less than the offset distance. And the clipping algorithm could not cut the \( \text{pline} \) overmuch from Lemmas 8 and 9.

From Theorem 10, we can conclude all the offset curves of the open curves mentioned in Section 3 can be obtained by the offset algorithm.

Fig. 12 demonstrates the validity of the clipping algorithm. In Fig. 12(a), an arrowhead indicates the direction the curve offsets. Use Step 1a of Clipping algorithm, two untrimmed offset curves are obtained. After dual clipping, the offset result is illustrated in Fig. 12(b). In Step 2 of Clipping algorithm, one general closest point is obtained (a circle in Fig. 12(c)). And the final offset results are illustrated in Fig. 12(d) after general
5. Complex cases

5.1. Closed curves

For a closed polyline curve, if it includes only one loop, we can easily distinguish its internal and outer region. But it is difficult to do this if the polyline curve has more than one loop. Namely many self-intersection loops make it harder to determine the offset direction of the curve. In this case, AutoCAD can produce parts of the offset curves, as shown in Fig. 1(a).

Our idea to process a closed polyline curve consists of two steps. The first step transforms a close polyline curve into an open one, then the algorithms proposed in Sections 3 and 4 can be used here to obtain the offset curves of the open curve. The second step adds some closing processes to the offset curves.

Given a closed polyline curve \( \text{pline} = \{s_1, s_2, \ldots, s_n\} \), where \( s_i \) describes the segment from \( s_i \) point to \( s_{i-1} \) point. We construct an open curve \( \text{pline1} = \{s_1', s_2', \ldots, s_n', s_{n+1}'\} \), where \( s_i' = s_i (i = 1, 2, \ldots, n) \) and \( s_{n+1}' \) point = \( s_1 \) point. Using the algorithm in Sections 3 and 4, we can get the offset curves for \( \text{pline1} \). To get the final offset curves of the closed polyline curve, we must add some closing processes to the offset curves of \( \text{pline1} \). Firstly we have to determine if an offset curve needs joint process. If so, the joint rule is similar with that in Section 3. Then the offset curve appears closing shape, but it is not a real closed one. From the definition of a closed polyline curve, we can delete the last SEG of the offset curve, and set its closed flag to make it a real closed curve.

Fig. 13 illustrates some offset results for closed polyline curves. The original curves in Fig. 13(a)–(c) are composed of line segments, arcs, both line segments and arcs, respectively, and these curves have more than one self-intersection loops. The thick curves are original curves and the thin curves are the offset curves on both sides of them. From the examples, we can conclude the offset algorithm is valid to process closed polyline curves.

For the original curves in Fig. 13, AutoCAD can only produce some parts of the offset curves just like Fig. 1(a), and we do not list the results here.

5.2. Curves with small arcs

If the radius of an arc is less than the offset distance, it has no offset curves on its internal direction. Therefore, if a polyline curve contains such arcs, the algorithm to get the untrimmed offset curve presented in Section 3 must be modified. On the one hand, there is no one-one mapping from the offset curves to original curve segments, we must record the mapping additionally. On the other hand, the position relationships between two adjacent offset curves become more complex. Taking Fig. 14(a) as an example, the two neighboring offsets of line segments lie on the same line and two offsets of arcs lie on

Fig. 13. The original polyline curves with many self-intersection loops are composed of: (a) line segments; (b) arcs; (c) both line segments and arcs. And the thin curves are the offset results on both sides of the original curves.

Fig. 14. (a) The new position relationships between the two neighboring offset curves. (b and c) The thick curves are the original polyline curves with many small arcs, and the thin curves are the offset results on both sides of the original curves.
the same circle, but they have no common points. These position relationships do not appear in Section 3. So we have to modify the trim/joint algorithm to process such cases. Because the mainframes of the modified algorithms are similar with those in Section 3, we do not give the details here.

Fig. 14(b) and (c) give the offset results of two curves including many small arcs. The thick curves are the original curves and the thin curves are the offset results on both sides of them. We can conclude the offset algorithm can produce all the offset curves for polyline curves with many small arcs.

5.3. Local overlapping curves

Because the overlapping parts occur between two segments which are not neighboring can be processed by the algorithm presented in Sections 3 and 4, in this section, we consider the polyline curves when the overlapping part is between the successively segments (namely, local overlapping).

If two successive segments overlap fully, we give the offset curves on the outer side direction (Definition 5) of the original curve and the two offset curves is connected by an arc. If there are more than two successive segments overlapping, using the following algorithm we transform such a polyline curve into the one whose overlapping parts are between two successive segments. The algorithm comprises two steps. The first step is to break the overlapping segments into smaller segments and these segments form a new polyline curve. Then some unwanted segments are deleted from the new curve in the second step. And the offset curves of the new curve can be regarded as the offset results of the original curve.

We introduce some denotations to describe the transforming algorithm. Denoting a polyline curve as $pline = \{s_1, s_2, \ldots, s_n\}$ and a new polyline curve as $pline_1$. In the algorithm, $s, s_1, s_2$ are four temporary variables of the structure SEG.

**Transforming algorithm.** Construct a polyline curve $pline_1 = \{s\}$, where $s = s_1$;

**Step 1:** Break the segments for all $s_i (i = 2, \ldots, n)$
Let $s$ equal the last SEG of $pline_1$;
If ($s$ overlaps with $s_i$)

**Case 1:** The starting point of $s$ is on $s_i$:
Construct $s_1$ and $s_2$ with the points $s_i$-$point$ and $s$-$point$;
If $s$ is a line segment, set $s_1$-bulge = 0 and $s_2$-bulge = 0;
If $s$ is an arc, the bulges of $s_1$ and $s_2$ must be calculated according to the arc length;
Add $s_1$ and $s_2$ to $pline_1$ sequently.

**Case 2:** The ending point of $s_i$ is on $s$:
Construct $s_1$ and $s_2$ with the ending point of $s_i$ and $s$-$point$;
If $s$ is a line segment, set $s_1$-bulge = 0 and $s_2$-bulge = 0;
If $s$ is an arc, the bulges of $s_1$ and $s_2$ must be calculated according to the arc length;
Add $s_1$ and $s_2$ to $pline_1$ sequently.
Else
Let $s_1 = s_i$ and add it to $pline_1$.

**Step 2:** Delete unwanted segments
If there are more than two successive segments between point $p_1$ and $p_2$:
Delete a segment from $p_1$ to $p_2$ and a segment from $p_2$ to $p_1$;
Until there are no more than two successive segments between $p_1$ and $p_2$.

In order to interpret the transforming algorithm clearly, we take Figs. 15 and 17 as examples to execute the transforming algorithm. Because a line segment cannot overlap with an arc, so the local overlapping can only happen between successive line segments or arcs. Fig. 15 gives three local overlapping cases for successive line segments. The curves are composed of segments $AB, BC, CD, DE, (EF)$. In Fig. 15(a), three successive segments $BC, CD$ and $DE$ overlap. From Step 1 of the transforming algorithm, we obtain a new polyline curve $pline_a = \{s_A, s_B, s_D, s_C, s_D, s_C, s_E\}$. Then two unwanted seg-
ments $s_D$ and $s_C$ are deleted by Step 2, we get the curve $pline_a = \{s_A, s_B, s_D, s_C, s_E\}$ and the curve is not overlapping. In Fig. 15(b), two successive segments $BC$ and $CD$ overlap, similarly we obtain a new polyline curve $pline_b = \{s_A, s_B, s_D, s_C, s_D, s_E\}$ by the transforming algorithm. Two segments of $pline_b$ between the two points $s_D$·point and $s_C$·point overlap fully. In Fig. 15(c), three successive segments $BC$, $CD$ and $DE$ overlap. And a new polyline curve $pline_c = \{s_A, s_B, s_C, s_E, s_D, s_E, s_F\}$ can be obtained from the transforming algorithm. Its segments between the two points $s_B$·point and $s_C$·point, $s_E$·point and $s_D$·point overlap fully.

Two successive fully overlapping segments can be regarded as a special segment of a polyline curve. This special segment is processed similarly as the small arc segment of a polyline curve because it has an offset curve only on the outer side direction.

![Fig. 17. Three cases of successive overlapping arcs: (a) three successive overlapping arcs BC, CD and DE; (b) two successive overlapping arcs BC and CD; (c) three successive overlapping arcs BC, CD and DE.](image)

![Fig. 18. The thin curves are the offset results on both sides of the original curves in Fig. 17.](image)

![Fig. 19. The offset curves are obtained step by step: (a) the original polyline which comprises four line segments and two arcs; (b) the offset curves of all the segments of the original curve; (c) the untrimmed offset curve is obtained by Algorithms 1–4; (d) the final offset results after applying the clipping algorithm.](image)

![Fig. 20. The comparison between the offset results of an overlapping polyline curve: (a) the original curve with two overlapping line segments AB and BC; (b) the offset results from our offset algorithm; (c) the offset results from AutoCAD 2004.](image)
Algorithms 1–4 are modified slightly to produce untrimmed offset curves of the new polyline curves. And the clipping algorithm in Section 4 can be used without modifications.

Fig. 16(a)–(c) are the offset curves on both sides of polyline curves in Fig. 15.

Fig. 17 gives three local overlapping cases for successive arcs. The curves are composed of segments $AB$, $BC$, $CD$, ($DE$, $EF$). In Fig. 17(a), three successive segments $BC$, $CD$ and $DE$ overlap. In Fig. 17(b), two successive segments $BC$ and $CD$ overlap. And in Fig. 17(c), three successive segments $BC$, $CD$ and $DE$ overlap. Similarly as the processing for line segments, we obtain new polyline curves for Fig. 17(a)–(c) by the transforming algorithm. Fig. 18(a)–(c) illustrate the offset curves on both sides of the polyline curves in Fig. 17. The offset results in Figs. 16 and 18 demonstrate that the offset algorithm is valid to process the local overlapping polyline curves.

Summarizing the processes for complex curves in this section, we get the untrimmed offset curves of polyline curves which are closed, overlapping or containing small arcs. And the clipping algorithm in Section 4 can also be applied to these untrimmed offset curves to obtain the final offset results.

6. Illustrations

In this section, firstly an example is given to show offset generation step by step using our offset algorithm. Secondly, four examples are illustrated to compare the offset results between our offset algorithm and AutoCAD. Finally, two more examples on pocket machining are presented to show the tool path generation using the offset results.

In Fig. 19(a), the thick curve is the original polyline curve that comprises four line segments and two arcs. The thin curves in Fig. 19(b) are the offset curves of the segments of the polyline curve. Then an untrimmed offset curve is obtained by Algorithms 1–4 in Section 3(Fig. 19(c)) and the untrimmed offset curve intersects with the original curve. Using the clipping algorithm in Section 4, the final offset results are obtained (Fig. 19(d)).

Fig. 20 gives the comparison between the offset results of an overlapping polyline curve. The thick curve in Fig. 20(a) is the original polyline curve. It is composed of segments $AB$, $BC$, $CD$ and $DE$, where the segments $AB$ and $B C$ overlap fully. The offset curves on both sides of the original curve are thin curves. Fig. 20(b) and (c) are the offset results from our offset algorithm and AutoCAD 2004, respectively.

For a closed polyline curve, the offset results are compared in Fig. 21. The thick curve is the original polyline curve that comprises line segments, and contains six self-intersection loops. The thin curves are the offset curves on both sides of the original curve with the offset distances 15, 25, 35 and 45 mm, respectively. The offset results from our offset algorithm are in Fig. 21(a) and those from AutoCAD 2004 are in Fig. 21(b).

For an open polyline curve that comprises both line segments and arcs, the offset results are compared in Fig. 22. The thick curve is the original polyline curve and the thin curves are the offset curves on both sides of the original curve with the offset distances 15, 25, 35 and 45 mm, respectively. The offset results from our offset algorithm are in Fig. 22(a) and those from AutoCAD 2004 are in Fig. 22(b).

The original curve in Fig. 23 is closed and contains small arcs. Fig. 23(a) and (b) illustrate the offset curves from our offset algorithm and AutoCAD 2004. The thin offset curves are...
the results on both sides of the original curve with the offset distances 15, 25, 35 and 45 mm, respectively.

In the following part, we will provide two more examples on pocket machining. As shown in Fig. 3, the internal boundary curve of the part is a polyline curve that is composed of five line segments and three circular arcs. And the length of the boundary is 499.44 mm. With the offset distances that are 5, 10, 15, 20, 25, 30 and 35 mm, the offset curves can be obtained using the offset algorithm proposed in this paper (thin curves in Fig. 24). On a personal computer with a 1.7 GHz Intel Pentium IV CPU and 512 MB RAM, the execution times to calculate these offset curves are 21, 27, 26, 25, 28, 28 and 27 ms, respectively. We have calculated each offset curve for one thousand times. And the execution time is obtained by averaging. Next, we show how to generate the tool paths for pocket machining if the contour-parallel pattern is adopted. We use a cutter to machine the part illustrated in Fig. 3. And the tool path for the cutter can be constructed by connecting all the offset curves. As shown in Fig. 25 (thin curves), the length of the tool path is 2013.05 mm.

Lim et al. [24] discuss the automatic tool selection for 2.5D machining and give an example for pocket machining (Fig. 10 in Ref. [24]). Here we use this example (Fig. 26) to illustrate the tool path generation using the offset results. Fig. 26 shows the drawing with all dimensions in mm. The boundary curve of the component is a polyline curve that is composed of eight line segments and nine circular arcs. And the length of the boundary is 384.42 mm. With the offset distances that are 5, 10, 15 and 20 mm, the offset curves can be obtained as shown in Fig. 27 (thin curves). Using the same personal computer, the execution times to obtain these offset curves are 49, 47, 69 and 69 ms. Similarly, the tool path for pocket machining can be obtained. As shown in Fig. 28 (thin curves), the length of the tool path is 958.34 mm.
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